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Abstract

We present a method for (1) specifying high-level security policies using UML sequence diagrams and (2) transforming high-level sequence diagram policies into low-level state machine policies that can be enforced by monitoring mechanisms. We believe that the method is both easy to use and useful since it automates much of the policy formalization process.

1 Introduction

Policies are rules governing the choices in the behavior of a system [11]. This paper focuses on a particular class of policies, namely security policies that are enforceable by the class of mechanisms that work by monitoring execution steps of some system, referred to as the target. This class is called EM, for Execution Monitoring [10].

Security policies are often initially expressed as short natural language statements. Formalizing these statements is time consuming since they often refer to high-level notions such as “opening a connection” or “sending an SMS” which must ultimately be expressed as sequences of security relevant actions of the target. If several policies refer to the same high-level notions, or should be applied to different target platforms, then these notions must be rewritten for each new policy and each new target platform.

Clearly, it is desirable to have a method that automates as much of the formalization process as possible. In particular, the method should: (1) support the formalization of policies at a high level of abstraction; (2) offer automatic generation of low-level policies from high-level policies; (3) facilitate automatic enforcement by monitoring of low-level policies; (4) be easy to understand and employ by the users of the method (which we assume are software developers).

The method we present has three main steps which accommodate the above requirements. **Step I:** The user of our method receives a set of policy rules written in natural language, and formalizes these using UML sequence diagrams. **Step II:** The user selects a set of transformation rules (expressed in UML sequence diagrams) from a transformation library, and applies these using a tool to automatically obtain an intermediate low-level policy. **Step III:** The tool automatically transforms the intermediate low-level policy into a UML state machine that governs the behavior of an EM mechanism.

There are two main advantages of using this method as opposed to formalizing low-level policies directly using UML state machines. First, much of the formalization process is automated due to the transformation from high to low level. This makes the formalization process less time consuming. Second, it will be easier to show that the formalized high-level policy corresponds to the natural language policy it is derived from, than to show this for the low-level policy. The reason for this is that the low-level policy is likely to contain implementation specific details which make the intention of the policy harder to understand.

The choice of UML is motivated by requirement (4). UML is widely used in the software industry. It should therefore be understandable to many software developers which are the intended users of our method. UML sequence diagrams are particularly suitable for policy specification in the sense that they specify partial behavior (as opposed to complete), i.e. the diagrams characterize example runs or snapshots of behavior in a period of time. This also means that UML sequence diagrams allow for the explicit specification of negative behavior, i.e. behavior that the target is not permitted to engage in. This is useful because the only kind of policies that can be enforced by EM mechanisms are prohibition policies.

The rest of this paper is structured as follows: Sect. 2 - Sect. 4 presents steps I - III of our method. Sect. 5 discusses related work and provides conclusions.

2 Step I: Specifying High-level Policies with Sequence Diagrams

In the first step of our method, the user (i.e. a software developer) receives a set of policy rules written in natural language. The user then formalizes these rules using UML sequence diagrams. In this section we show how to express
two security policies. The examples are taken from an industrial case study conducted in the EU project S3MS (Security of Software and Services for Mobile Systems).

As the running example of this paper, we consider applications on the Mobile Information Device Profile (MIDP) Java runtime environment for mobile devices. We assume that the runtime environment is associated with an EM mechanism that monitors the executions of applications. Each time an application makes an API-call to the runtime environment, the EM mechanism receives that method call as input. If the current state of the state machines that governs the EM mechanisms has no enabled transitions on that input, then the application is terminated because it has violated the security policy of the EM mechanism.

The first policy we consider is “The application is only allowed to establish connections to the address s3ms.fast.de.” This policy is specified by the UML sequence diagram policy1 on the left hand side of Fig. 1.

Sequence diagrams describe communication between system entities referred to as lifelines (represented by vertical dashed lines). An arrow between two lifelines represents a message being sent from one lifeline to the other in the direction of the arrow. The two lifelines of policy1 are App representing the target of the policy, and url representing an arbitrary address that the target can connect to. The sending of message connect from the App to url represents an attempt to open a connection.

Expressions of the form \{b\} (where b is a Boolean expression) are called constraints. Intuitively, the interaction occurring below the constraint will only take place if the constraint evaluates to true.

The constraint in diagram policy1 should evaluate to true if url is not equal to the address “s3ms.fast.de” (which according to the policy is the only address that the application is allowed to establish a connection to).

Interactions that are encapsulated by the neg operator specify negative behavior, i.e. behavior which the target is not allowed to engage in. Thus diagram policy1 should be read: App is not allowed to connect to the arbitrary address url if url is different from the “s3ms.fast.de”.

UML sequence diagrams are partial as opposed to complete, i.e. they explicitly describe positive behavior and negative behavior. The behavior which is not explicitly described by the diagram is called inconclusive meaning that it is considered irrelevant for the interaction in question.

The semantics of sequence diagrams can be expressed in terms of traces, i.e. sequences of events. A formal definition of the semantics of sequence diagrams can be found in e.g. [5, 8].

When using sequence diagrams to formalize prohibition policies, we are mainly interested in traces that describe negative behavior. If an application is interpreted as a set of traces, then we say that the application adheres to a policy if none of the application’s traces have a negative trace of the policy as a sub-string. Thus we take the position that the target is allowed to engage in (inconclusive) behavior which is not explicitly described by a given policy. This is reasonable since we do not want to use policies to express the complete behavior of the target.

Turning back to the example, an application is said to adhere to the policy of Fig. 1 if none of its traces contain the transmission of the message connect to an address which is different from s3ms.fast.de.

The second natural language policy is “The application is not allowed to send more than N SMS messages (where N is a natural number).”

The policy is specified by the sequence diagram policy2 on the right hand side of Fig. 1. Boxes with rounded edges contain assignments of variables to values. In diagram policy2, the variable s is initialized to zero, and incremented by one each time the application sends an SMS. The loop operator is used to express the iteration of the interaction of its operand.

The alt-operator is used to express alternative interaction scenarios. In policy2, there are two alternatives. The first alternative is applicable if the variable s is less than or equal to N (representing an arbitrary number). In this case the application is allowed to send an SMS, and the variable s is incremented by one. The second alternative is applicable when s is greater than N. In this case, the application is not allowed to send an SMS as specified by the neg-operator.

3 Step II: Specifying Transformations with Sequence Diagrams

In the second step of our method, the user selects a set of transformation rules from a transformation library. The user then employs a tool (implemented in Prolog and Java) which automatically applies the transformation rules to the high-level policy such that a low-level policy is produced.
In the following we show how a transformation to the low-level can be defined using UML sequence diagrams. An advantage of using sequence diagrams for this purpose is that the writer of the transformation rules can express the low-level policy behavior using the same language that is used for writing high-level policies.

A transformation rule is specified by a pair of two diagram patterns (diagrams that may contain meta-variables), one left hand side pattern, and one right hand side pattern. When a transformation rule is applied to a diagram \( d \), all parts of \( d \) that matches the left hand side pattern of the rule are replaced by the right hand side pattern. Meta-variables are bound according to the matching. A diagram pattern \( dp \) matches a diagram \( d' \) if the meta-variables of \( dp \) can be replaced such that the resulting diagram is syntactically equivalent to \( d' \).

The policies described in the previous section are not enforceable since the behavior of the target is not expressed in terms of API-calls that can be made to the MIDP runtime environment. Recall policy1 of Fig. 1. It has a single message connect which represents an attempt to open a connection. In order to make the policy enforceable, we need to express this behavior in terms of API-calls that can be made to the runtime environment.

Fig. 2 illustrates a transformation rule which describes how the connect message is transformed into the API-calls that are used to establish a connection via the MIDP runtime environment. The top most diagram of Fig. 2 represents the left hand side of the rule, and the bottom most diagram represents the right hand rule. In the diagram, all meta-variables are underlined.

When the rule of Fig. 2 is applied to policy1 of Fig. 1, the message connect is replaced by the right hand side pattern, i.e. the lower most diagram of Fig. 2.

4 Step III: Transforming Sequence Diagrams to State Machines

In the third step of our method, the low-level sequence diagram is automatically transformed into a UML state machine which governs the behavior of an EM mechanism. The transformation has been in Java and Prolog.

We will use the diagram policy2 of Fig. 1 to illustrate the transformation process. First we convert policy2 into two diagrams; one diagram (which we call P2App) describing the lifeline App, and one diagram describing the lifeline url. Each of these diagrams must be converted into a basic UML state machine. In the following, we illustrate the transformation steps for the diagram P2App describing the lifeline App.

Before the diagram P2App is converted into a basic state machine, an intermediate pseudo-diagram P2App' is generated in which all inconclusive behavior has been made positive, and all negative behavior has been removed. Technically, the transformation first adds a pseudo construct All before each choice operator or event in the diagram, then all interactions that are encapsulated by the neg-operator are removed. The All construct is a placeholder all traces that do not contain events that are enabled directly after the occurrence of the construct.

The resulting diagram, named P2App' is shown on the left hand side of Fig. 3. Here the intermediate All construct has been inserted and the negative behavior of policy2 has been removed.

The goal now is to convert the sequence diagram P2App' into a basic state machine that describes exactly the positive traces of the sequence diagram. To achieve this, we make use of the operational semantics of sequence diagrams which has been shown to be sound and complete with respect to the denotational semantics of sequence diagrams as formalized in STAIRS [7].

The operational semantics defines a directed graph
whose nodes are diagrams, and whose edges are labeled by events, assignments, and so-called silent events which indicate which kind of operation has been executed. If the graph has an edge from a diagram \( d \) to a diagram \( d' \) that is labeled by, say, event \( e \), then we understand that event \( e \) is enabled in diagram \( d \), and that \( d' \) is obtained by removing \( e \) from \( d \).

To transform the diagram \( \texttt{P2App}' \) into a state machine we use the operational semantics to construct the execution graph whose nodes are exactly those diagrams that can be reached from \( \texttt{P2App}' \) when executing the diagram without evaluating constraints or assignments. In this way we obtain the state machine shown on the right hand side of Fig. 3. There are three things to note w.r.t. the construction: (1) we have added an initial state which is not directly obtained from the execution graph, (2) all edges that contain silent events (which indicate the operator which has been executed) have been removed, and (3) the messages, assignments, and constraints have been converted to the corresponding state machine notation.

In Fig. 3, we have used the transition labeled \( \texttt{All} \) to represent transitions that are labeled by all messages in the alphabet of the state machine except for the message \( \texttt{sendSMS} \). These transitions describe inconclusive behavior of the sequence diagram.

The final step is to parallel compose the basic state machines obtained for lifeline \( \texttt{App} \) and lifeline \( \texttt{url} \). This results in a composite state machine. Semantically, an application is said to adhere to a state machine policy if each of its traces is described by the policy when all the events that are not in the alphabet of the policy are removed.

5 Conclusions and Related Work

We have presented a method for specifying high-level security policies that can be enforced by run-time monitoring mechanisms. We believe that the method is both easy to use and useful since it automates much of the policy formalization process.

Previous work that address the transformation of policies or security requirements are [1, 2, 3, 9]. All these works differ clearly from ours in that the policy specifications, transformations, and enforcement mechanisms are different from the ones considered in this paper.

The transformation of sequence diagrams (or a similar language) to state machines has been previously addressed in [4, 6, 13]. These works do not consider policies, nor do they offer a way of changing the granularity of interactions during transformation.

The only work that we are aware of that considers UML sequence diagrams for policy specification is [12]. The paper argues that sequence diagrams must be extended with customized expressions for deontic modalities to support policy specification. While this is true in general, this is not needed for the kind of prohibition policies that can be enforced by EM mechanisms.
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